1. 系统编程

嵌入式linux操作系统的c语言编程，主要学习的是如何利用linux提供的API来进行linux上的应用程序设计。这部分的内容学好了仅仅凭此部分的内容都可以找到一份好的工作（可以在人才网站上输入**“linux c”进行职位搜索）**；主要分为以下几部分：

1. 文件编程；
2. 进程控制；
3. 进程通信
4. 多线程编程
5. 网络编程
6. 数据库编程（可选）

系统编程所学的内容归结到一点：

给出一个函数的原型(返回值、函数、形参类型)，能够正确的使用它。

1. API

Application program interface:应用程序编程接口——函数原型

应用程序（面向最终使用者）：一切应用程序程序最终都必须通过API来获得内核的服务，ANDROID也不例外

| 特殊的应用程序：系统命令——mkdir ls rm tar等

| |

API(函数原型)

系统调用（OS内核功能调用）

|

|

OS(操作系统)内核（进程管理、文件管理、设备管理、内存管理）

-----------------------------------

硬件（CPU、内存、IO接口等）

1. linux下的文件编程（底层IO和标准IO）

文件：在计算机系统中的一般用文件的方式来实现信息的永久存储。我们这里讲的文件编程是指普通文件的读写编程不是指设备文件、数据库文件。

根据我们在c语言中所学的文件操作，我们可以总结出对文件编程的步骤：

打开——>读/写/移动读写指针——>关闭（务必养成文件不再使用时把它关闭的习惯）

在linux中，一个进程会由系统给它自动打开三个文件：

标准输入(stdin) 标准输出（stdout） 标准出错(stderr)

1. linux提供的对文件操作的API(底层IO)
2. 打开文件

函数原型：

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

int open(const char \*pathname, int flags);

int open(const char \*pathname, int flags, mode\_t mode);

open是一个重载的方法。

参数说明：

pathname:表示要打开文件名（可以包含路径，如果没有则为当前目录）；

flags:表示打开文件的请求权限（O\_RDONLY O\_WRONLY O\_RDWR）以及一些其他的对文件的操，常用的如下：

O\_CREAT:打开的文件不存在则创建;

O\_TRUNC:打开的文件截短；

O\_APPEND:以追加的方式打开文件；

O\_EXECL:如果要创建的文件存在的则报错；

mode: 当flags包含O\_CREAT时，指明创建文件的权限（拥有者、同组用户、其他用户的权限），一般我们用8进制指定：

如: 0640-->(110 100 000)2,这里的三组二进制分别表示拥有者、同组用户、其他用户的权限，110表示拥有者可以对文件读、写，但不能执行

**这里要注意，一般当第二个参数出现O\_CREAT时，open才会出现第3个参数;flags的各种值可以通过按位或（|）运算符进行组合。**

返回值：当成功打开一个文件时，返回一个非负的整数——文件描述符，文件描述符和c标准IO中的成功打开一个文件返回文件流指针一样都是标识打开文件的；

如果打开失败，则返回-1；

在调用linux api失败时，我们可以通过perror函数来返回失败的原因：

#include <stdio.h>

void perror(const char \*s);

课堂小任务1：

利用不断重复打开同一已经存在的文件来判定linux下一个进程最多可以打开的文件数量。（利用open来做！！）

存在的问题：部分学员分不清函数的声明、函数的定义、函数的调用

参考代码：

#include <stdio.h>

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

int main()

{

//int open(const char \*pathname, int flags);

int fd;

while(1)

{

fd=open("./gec.txt",O\_RDONLY);

if(fd<0)

{

perror("Failed to open:");

break;

}

printf("fd=%d\n",fd);

}

return 0;

}

课堂小任务2：

利用open函数创建一个文件tmp.txt，拥有者具有可读写权限，同组、其他用户没有权限；运行程序并通过ls -l命令查看文件是否创建成功。

参考代码：

#include <stdio.h>

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

int main()

{

//int open(const char \*pathname, int flags);

int fd;

fd=open("./tmp.txt",O\_CREAT|O\_RDWR,0600);

if(fd<0)

{

perror("Failed to open:");

}

return 0;

}

1. 关闭文件

注意：当打开的文件不再操作时候最好能把它关闭，这样可以释放文件打开是系统分配的相关资源；如果不关闭文件，进程正常结束也会自动关闭。

#include <unistd.h>

int close(int fd);

参数说明：

fd: 要关闭的文件的文件描述符；

返回值：

成功关闭就返回0；出错就返回-1；

1. 读文件：向文件输出信息

#include <unistd.h>

ssize\_t read(int fd, void \*buf, size\_t count);

功能描述：从fd描述符所表示的文件读取count个字节保存到buf所开始的内存处；

参数说明：

fd: 要读的文件描述符；

buf: 读的字节要保存的内存起始地址；

count: 请求读取的字节数；

返回值：

小于0：出错；

大于0：成功读取的字节数，不一定和请求的count相等；

==0：文件结束

课堂小任务3：

利用read编程把文本文件中的内容读出并显示出来，运行并对结果进行分析。

参考代码：

#include <stdio.h>

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

#include <unistd.h>

int main()

{

int fd;

int count;

char buf[256];

fd=open("./task1.c",O\_RDONLY);

if(fd<0)

{

perror("Failed to open :");

return -1;

}

//ssize\_t read(int fd, void \*buf, size\_t count);

while((count=read(fd,buf,10))>0)

{

buf[count]=0;//buf[count]='\0'

printf("%s",buf);

}

close(fd);

return 0;

}

1. 移动文件读写指针函数

#include <sys/types.h>

#include <unistd.h>

off\_t lseek(int fd, off\_t offset, int whence);

功能描述：

让打开文件的读写指针移动到指定位置以实现文件随机读写：想从哪个字节开始读就从哪个自己开始读，默认情况随着对文件的读写其内部的读写指针会自动向后移动。

参数说明：

fd： 要操作的文件描述符；

offset: 读写指针需移动的距离（以字节为单位）,正数则向文件尾部移动，负数向文件头部移动；

whence:

SEEK\_END: 相对于文件尾部移动；

SEEK\_SET: 相对于文件头部移动；

SEEK\_CUR: 相对于当前位置移动；

返回值：

成功时返回移动后读写指针的位置；

失败时值为小于0；

举例：

将文件描述符为fd的文件的最后2个字符读出来

lseek(fd,-2,SEEK\_END);

read(fd,buf,2);

课堂小任务4：

将某一个文本文件的字符倒序输出。

提示：

先通过length=lseek(fd,0,SEEK\_END)来获取文件的长度；再通过lseek(fd，i,SEEK\_END)来从尾到头逐个移动指针，再读一个字节显示一个字节的方式来完成全部的倒序输出。

参考代码：

#include <stdio.h>

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

#include <unistd.h>

int main()

{

int fd;

int length;

int i;

char buf;

fd=open("./task1.c",O\_RDONLY);

if(fd<0)

{

perror("Failed to open:");

return -1;

}

length=lseek(fd,0,SEEK\_END);

printf("The lenght of task1.c is: %d\n",length);

for(i=-1;i>=-length;i--)

{

lseek(fd,i,SEEK\_END);

read(fd,&buf,1);

printf("%c",buf);

}

printf("\n");

close(fd);

return 0;

}

1. 文件写操作函数

#include <unistd.h>

ssize\_t write(int fd, const void \*buf, size\_t count);

功能描述：把从内存buf开始的count个字节写入到文件描述符fd所表示的文件中；

参数说明：

fd: 要操作的文件；

buf : 被写道文件中的数据的内存起始地址；

count: 要写的字节数；

返回值：

<0:失败;

>0:成功写入的字节数

课程小任务5：

利用write函数把一个长度大于20字节的文本文件的第7到第10字节修改为“8888”。

课后作业：

1. 温习所讲函数的原型；
2. 本次课的5个小任务做到“乱熟于心”
3. 提前做本周作业：利用linux 底层文件IO和链表实现一个基于命令行方式的学生信息管理系统:学生信息的增删改查（要求arm版本和pc机版本均实现）。

S5pv210 GEC的使用

1. linux内核、文件系统的烧写参照文档；
2. 嵌入式linux的会话方式：
3. Serial

用直连的串口线把开发板的串口0和pc机的串口连接起来，在pc机上以serial协议的方式开超级终端，并设置为8位数据位、没有奇偶校验位、1位停止位、没有流控、波特率为115200，即可在超级终端上执行linux系统命令来和板子进行交互；

1. Telnet

用网线把开发接入到和你的pc机的同一个网络中。先以serial登录到板子上，执行如下命令(有些参数需要针对实际情况修改，这里仅仅这对培训课室的环境)：

ifconfig eth0 192.168.1.2+序号 netmask 255.255.255.0

在执行命令检测开发板是否和你的pc机连通了：

ping 你pc的ip地址

修改板子的启动脚本，使得板子运行时能够自动运行telnet服务:telned:

执行命名：

vi /etc/profile

在最后一行“source upiot.sh”前面插入下面两行（同时在source upiot.sh前面加个“#”）：

ifconfig eth0 192.168.1.2+序号 netmask 255.255.255.0

/usr/sbin/telnetd &

#source upiot.sh

保存，退出

重启开发板，在超级终端里选择telnet协议，其他参数设置好，连接，如果登录账户root就可以了！

如果你的桌面linux和板子的linux够相互ping通，则可以在桌面linux上执行命令：

telnet 板子的ip地址

来登录到板子上。

1. 如何生成210板上的c语言可执行文件并在其上运行
2. 安装交叉编译工具链

可以从网上很多的开源网站上下载到arm-linux的gcc交叉编译工具链，一般购买的arm开发板的配套资料里面也自带了gcc交叉工具链。在培训课室的教师机的“F:\20151108\TOOL\arm 工具”下的arm.tar.bz2就是一个交叉编译工具链。

先把arm.tar.bz2复制到linux当前用户工作目录下，再执行命令：

cd ~

mkdir crosstooltain

tar xvf arm.tar.bz2 -C crosstoolchain/

注意：**我们在做嵌入式开发时，最好能够保证编译bootloader linux内核 文件系统 应用的程序的为同一版本的工具链，否则可能会出现问题！！**

将解压缩工具链的bin目录添加到环境变量PAHT里面，执行如下命令：

cd crosstoolchain/arm/bin

echo export PATH=$PWD:\$PATH>>~/.bashrc

重新开启终端，执行如下命令：

which arm-linux-gcc

会发现此时的arm-linux-gcc使我们刚才自己安装的工具链了！！

用下面的命令可以查看工具链的bin目录是否添加到环境变量PATH中。

echo $PATH

1. 交叉编译工具链的使用

**arm-linux-gcc -o 输出可执行文件名 以空格分开的源文件列表**

如果你想确认你是否生成了arm-linux上的可执行文件，可以通过以下命令来查看：

**file 输出可执行文件名**

举例：

//armhello.c

#include <stdio.h>

int main( )

{

printf(“Hello,world!\n”);

return 0;

}

arm-linux-gcc -o armhello armhello.c

file armhello

1. 交叉编译生成的可执行文件的下载、运行

在桌面linux的终端下执行如下命令：

cd ~

mkdir armshare

sudo gedit /etc/exports

用gedit打开exports后在该文件添加如下行并保存以设定nfs的共享目录

/home/gec/armshare \*(rw,sync,no\_root\_squash)

执行命令重启nfs服务器：sudo service nfs-kernel-server restart

在板子的终端上执行如下命令：

mount -t nfs 你的linux的IP地址:/home/gec/armshare /mnt -o nolock

到此，板子上的linux就可以远程访问桌面linux的/home/gec/armshare了！！

把前面生成的armhello复制到/home/gec/armshare中去，然后再板子的Linux上想对armhello做任何事情了！！

用tftp的方式下载文件到板子的文件系统中：

1. 运行tftp服务器并设定共享目录为桌面；
2. 把需要下载的文件复制到tftp服务器的共享目录中；
3. 在板子的终端上执行如下命令：

tftp -g -r 下载文件名 tftp服务器ip

如果是可执行文件，还需要在板子的终端上执行命令更改下载文件的权限：

chmod 777 下载文件名

工欲善其事必先利其器——Linux下进行c c++ qt开发的集成开发环境qtcreator的使用

交叉开发环境的搭建：

1. 把共享目录下的armqt5.5-gec.ok.tar.bz2复制到你的机器上的ｌｉｎｕｘ上面的当前用户家目录下：／ｈｏｍｅ／ｇｅｃ；
2. 在终端下执行如下命令：

ｃｄ　　~

sudo tar xvf armqt5.5-gec.ok.tar.bz2 -C /opt

Linux下对目录这个特殊文件的编程

1. opendir

原型：

#include <sys/types.h>

#include <dirent.h>

DIR \*opendir(const char \*name);

参数说明：

name：执行要打开目录的字符串；

返回值：

成功：返回指向目录流的一个指针；

失败：返回一个空指针

1. readdir

原型：

#include <dirent.h>

struct dirent \*readdir(DIR \*dirp);

参数：

dirp： 指向一个成功打开的目录流指针；

返回值：

每成功调用一次都会返回目录流中一个目录项——struct dirent的指针，如果目录流中的全部目录项已经读取完毕则返回一个NULL指针；

struct dirent {

ino\_t d\_ino; /\* inode number \*/

off\_t d\_off; /\* offset to the next dirent \*/

unsigned short d\_reclen; /\* length of this record \*/

unsigned char d\_type; /\* type of file; not supported

by all file system types \*/

char d\_name[256]; /\* filename \*/

};

Eg:

DIR \*pDir;

struct dirent \*pDirent;

pDir=opendir(“/”);

while((pDirent=readdir(pDir))!=NULL)

{

printf(“%s\n”,pDirent->d\_name);

}

1. closedir

#include <sys/types.h>

#include <dirent.h>

int closedir(DIR \*dirp);

当一个成功打开的目录流不再使用时调用该函数关闭目录流以释放资源。

课堂小任务：

利用对目录操作的相关函数实现linux系统命令ls的功能——myls

对目录进行操作的API还有：

rmdir mkdir

课堂小任务：

利用目录相关的api和普通文件相关的api，编写程序实现对目录进行复制的命令，格式如下（简单起见，先不考虑子文件夹的情况）：

cpdir 源目录名 目标目录名

1. 分解“动作”1：把源目录下的所有文件名（包含路径，除掉“.” “..”）打印出来。

参考代码：

#include <stdio.h>

#include <sys/types.h>

#include <fcntl.h>

#include <dirent.h>

#include <string.h>

int main(int argc,char \*\*argv)

{

char \*psourceDir,\*pdestDir;

DIR \*pdir;

struct dirent \*pdirent;

char sourcefile[128];

if(argc<3)

{

printf("Usage: mycopydir source\_dir dest\_dir");

return -1;

}

psourceDir=argv[1];

pdestDir=argv[2];

pdir=opendir(psourceDir);

if(pdir==NULL)

{

perror("Failed to open dir:");

return -1;

}

while((pdirent=readdir(pdir))!=NULL)

{

if((strcmp(pdirent->d\_name,".")==0)||

(strcmp(pdirent->d\_name,"..")==0))

continue;

strcpy(sourcefile,psourceDir);

strcat(sourcefile,"/");

strcat(sourcefile,pdirent->d\_name);

printf("%s\n",sourcefile);

}

closedir(pdir);

return 0;

}

1. 分解动作2：实现文件复制

#include <stdio.h>

#include <sys/types.h>

#include <fcntl.h>

#include <dirent.h>

#include <string.h>

#include <sys/stat.h>

#include <unistd.h>

void mycopyfile(const char \*pSource,const char \*pDest);

int main(int argc,char \*\*argv)

{

char \*psourceDir,\*pdestDir;

DIR \*pdir;

struct dirent \*pdirent;

char sourcefile[128];

int ret;

if(argc<3)

{

printf("Usage: mycopydir source\_dir dest\_dir");

return -1;

}

psourceDir=argv[1];

pdestDir=argv[2];

ret=mkdir(pdestDir,S\_IRWXU | S\_IRWXG | S\_IROTH | S\_IXOTH);

if(ret<0)

{

perror("Failed to mkdir:");

return -1;

}

pdir=opendir(psourceDir);

if(pdir==NULL)

{

perror("Failed to open dir:");

return -1;

}

while((pdirent=readdir(pdir))!=NULL)

{

char destbuf[128];

if((strcmp(pdirent->d\_name,".")==0)||

(strcmp(pdirent->d\_name,"..")==0))

continue;

strcpy(sourcefile,psourceDir);

strcat(sourcefile,"/");

strcat(sourcefile,pdirent->d\_name);

// printf("%s\n",sourcefile);

strcpy(destbuf,pdestDir);

strcat(destbuf,"/");

strcat(destbuf,pdirent->d\_name);

mycopyfile(sourcefile,destbuf);

}

closedir(pdir);

return 0;

}

void mycopyfile(const char \*pSource,const char \*pDest)

{

int srcfd;

int destfd;

int count;

char buf[512];

srcfd=open(pSource,O\_RDONLY);

if(srcfd<0)

{

printf("source file:%s\n",pSource);

perror("Failed to open source file:\n");

return;

}

destfd=open(pDest,O\_RDWR|O\_CREAT,0666);

if(destfd<0)

{

perror("Failed to open source file\n");

return;

}

while((count=read(srcfd,buf,512))>0)

{

//write(destfd,buf,512);//error!!!!!

write(destfd,buf,count);

}

close(srcfd);

close(destfd);

}

对文件属性的操作：

1. stat

#include <sys/stat.h>

int stat(const char \*restrict path, struct stat \*restrict buf);

参数说明：

path: 表示需要获取属性的文件（含路径）；

buf: 成功获取的文件属性保存在buf所指向的struct stat结构体对象中。
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其中，通过st\_mode成员判断该文件的类型（通过宏S\_ISREG S\_ISDIR S\_ISFIFO S\_ISCHAR等）；通过st\_size获取文件的长度；通过st\_atime st\_mtime st\_ctime获取文件相关的时间信息

在linux下关于时间操作的函数

1. 获取系统时间

#include <time.h>

time\_t time(time\_t \*tloc);

功能描述：该函数获取相对于1970年1月1日0时0分0秒的个时间

#include <time.h>

char \*asctime(const struct tm \*tm);

char \*asctime\_r(const struct tm \*tm, char \*buf);

char \*ctime(const time\_t \*timep);

char \*ctime\_r(const time\_t \*timep, char \*buf);

struct tm \*gmtime(const time\_t \*timep);

struct tm \*gmtime\_r(const time\_t \*timep, struct tm \*result);

struct tm \*localtime(const time\_t \*timep);

struct tm \*localtime\_r(const time\_t \*timep, struct tm \*result);

其中,struct tm结构体的定义如下：

struct tm {

int tm\_sec; /\* seconds \*/

int tm\_min; /\* minutes \*/

int tm\_hour; /\* hours \*/

int tm\_mday; /\* day of the month \*/

int tm\_mon; /\* month \*/

int tm\_year; /\* year \*/

int tm\_wday; /\* day of the week \*/

int tm\_yday; /\* day in the year \*/

int tm\_isdst; /\* daylight saving time \*/

};

在上面几个与时间相关的函数中，time localtime用得比较多；

明天内容：

1. linux下的串口编程；
2. Linux动态库、静态库的使用；
3. 阶段项目——数码相框的关键技术。
4. linux下的串口编程

我们这里说的串口是uart串口。在linux系统里面，“一切皆文件”，我们这里的uart串口在linux系统里面也是以文件的方式存在——串口设备文件，一般位于目录/dev/目录下。

对uart串口编程的基本步骤：

1. 打开；
2. **配置（普通文件一般无此步，不同的设备文件期配置方式也不同）**；
3. 读/写；
4. 关闭

Linux下串口的工作模式：

1. 规范模式：底层驱动会对传输过程中的一些控制符进行处理
2. **原始模式：**底层驱动会把串口所接收到的数据原封不动的上传的应用程序（在嵌入式开发中几乎均采用此中模式）

Linux下串口编程的模版：

#include <termios.h>

int fd;

struct termios newtermios;//struct termios结构体的实例用来描述串口的配置

//xxxxx表示你要使用的串口是设备文件名

//O\_NOCTTY表示此串口不会成为进程的控制终端，这样如果串口收到“ctrl+c”不会把进程结束掉

//O\_NDELAY表示此串口不关心DCD线的信号

fd=open(“/dev/xxxxx”,O\_RDWR|O\_NOCTTY|O\_NDELAY);

if(fd<0)

{

perror(“Failed to open uart:”);

return -1;

}

//设配置为原始工作模式

cfmakeraw(&newtermios);

//设置串口波特率，YYYYY可为B9600 B115200等

cfsetspeed(&newtermios,YYYYY);

//设置数据位

Newtermios.c\_cflag&=~CSIZE;

Newtermios.c\_cflag|=CS8;

//设置奇偶校验位:没有校验位

Newtermios.c\_cflag&=~PARENB;

//设置停止为：1位停止位

Newtermios.c\_cflag&=~CSTOPB;

//清除串口残留的数据:即将使用的串口的应用不需要串口收发缓冲区的残余数据

Tcflush（fd,TCIOFLUSH）；

//使串口配置生效

Tcsetattr(&newtermios,TCSANOW);

//将串口工作方式设为阻塞方式：当没有数据可以ｒｅａｄ是就阻塞，与ｓｃａｎｆ类似

Fcntl(fd,F\_SETFL,0);

//根据实际情况读写串口

Read/write;

//关闭串口

Close(fd);

课堂小任务：

在GEC210的linux上编写一个程序，每隔一秒钟向串口打印信息“Hello,young man!”

因为我们gec210板上唯一一个引出来的RS232接口被用来作用linux内核启动默认的linux控制终端：linux内核的输出信息会从这里输出，shell解释器（/bin/sh）也会从这里接收系统命令；但我们现在需要把这个串口作为普通的通信接口，为了避免干扰，需要重新设置linux的默认控制终端：

Fd=open(“/dev/s3c2410\_serial3”,O\_RDONLY);

If(fd>0)

{

Ioctl(fd,TIOCCONS);//把fd设为linux的默认控制中断

Close(fd);

}

Gec210的引出来的rs232串口在linux文件系统中的文件名（含路径）：/dev/s3c2410\_serial0

我们把gec210引出的串口作为通信接口使用，用telnet的方式来远程登录到板子的linux上

参考代码：

#include <stdio.h>

#include <unistd.h>

#include <fcntl.h>

#include <sys/ioctl.h>

#include <termios.h>

#include <string.h>

int main(void)

{

int fd;

struct termios newtermios;

char buf[]="Hello,young man!\r\n";

fd=open("/dev/s3c2410\_serial3",O\_RDWR);

if(fd<0)

{

perror("Failed to open /dev/s3c2410\_serial3");

return -1;

}

else

{

ioctl(fd,TIOCCONS);

close(fd);

}

fd=open("/dev/s3c2410\_serial0",O\_RDWR|O\_NOCTTY|O\_NDELAY);

if(fd<0)

{

perror("Failed to open /dev/s3c2410\_serial0");

return -1;

}

cfmakeraw(&newtermios);

cfsetspeed(&newtermios,B115200);

newtermios.c\_cflag&=~CSIZE;

newtermios.c\_cflag|=CS8;

newtermios.c\_cflag&=~PARENB;

newtermios.c\_cflag&=~CSTOPB;

tcflush(fd,TCIOFLUSH);

tcsetattr(fd,TCSANOW,&newtermios);

fcntl(fd,F\_SETFL,0);

while(1)

{

write(fd,buf,strlen(buf));

sleep(1);

}

return 0;

}

课堂小任务：

在gec210上编写一个应用程序：从串口0接收的数据发送到当前进程的终端（printf）

gcc工具链和make工程管理器的使用（补充）

一个源代码编程最终的可执行文件需要经历一下4步：

源文件（用纯文本的编辑器编辑）——>(预处理：gcc -E，处理掉文件中以#开头的预处理指令，预处理后的文件依然是文本文件 )——>(编译：gcc -S，把源文件编程对应平台的汇编语言文件)

——>(汇编：gcc -c,把汇编语言文件编程目标平台的二进制文件)——>(gcc,把多个而进制文件和外部的库链接组装成最后的一个可执行文件)

预处理例子：

//gccExp.c

#include <stdio.h>

int main()

{

printf("Hello,world!\n");

return 0;

}

执行命令：

gcc -E -o gccExp.i gccExp.c

用文本编辑器观察gccExp.i的内容

编译的例子：

执行命令：

gcc -S -o gccExp.s gccExp.i

打开gccExp.s观察生成汇编语言代码

汇编的例子：

gcc -c -o gccExp.o gccExp.s

连接的例子：

gcc -o gccExp gccExp.o

gcc对输入进行处理如果发现该文件某些步骤没有做，则gcc会自动调用对应的命令来处理，如：

gcc -o gccExp gccExp.c

gcc会自动对其预处理、编译、汇编、链接

make工程管理器：

假设某一个工程的代码共有100个源文件：1.c 2.c 3.c 。。。。。。100.c,你想如何把它们生成最终的可执行文件？

make工程管理器是以makefile为脚本来对整个工程进行处理的。

Makefile文件编写的规则：

1. 每行以#开头则为注释；
2. 有多条规则组成，每条规则的编写格式：

目标：依赖

[Tab键] 命令（描述依赖如何生成目标）

make的执行格式

**make [目标] [-C 目录] [-f makefile文件名]**

如果目标省略，则从makefile文件的第一目标开始处理；

如果[-f makefile文件名省略]，则makefile文件名默认为makefile或Makefile;

如果[-C 目录]省略，则在当前目录下查找makefile

关于makefile如下知识点请自行在网上查阅资料学习：

1. makefile变量：预定义变量、自动变量、自定以变量；
2. makefile隐式规则
3. makefile的模式规则

Linux下的库的创建和使用：

1. 库是包含大量函数的二进制代码，这些函数可以被外部调用，这样实现了在二进制层次的代码的复用；
2. 库的分类：

静态库：在windows系统中，扩展名.lib;在linux系统中为.a;静态库中被调用函数的代码会编译时包含在调用者中；

动态库：在windows系统中，扩展名.dll;在linux系统中为.so;动态库中被调用函数在调用者运行时才会和其建立连接

1. linux中静态库的创建

第一步：生成.o文件

gcc -c -o 目标文件名.o 源文件

ar crs lib库名.a 目标文件列表

举例：

//add.c

int add(int x,int y)

{

return x+y;

}

//sub.c

int sub(int x,int y)

{

return x-y;

}

执行命令：

gcc -c add.c

gcc -c sub.c

ar crs libmymath.a add.o sub.o

libmymath.a就是我们的静态库！！

我们可以自己写一个关于自己库函数的头文件，别人使用该文件只用包含头就可以了：

//mymath.h

#ifndef \_\_MYMATH\_\_

#define \_\_MYMATH\_\_

int add(int,int);

int sub(int,int);

#endif

静态库的使用：

gcc -o 输出可执行文件 输入源文件列表 -I 第三方头文件目录 -L 第三方库文件目录 -l库名

举例：

//main.c

#include <stdio.h>

#include <mymath.h>

int main()

{

int x,y;

scanf("%d%d",&x,&y);

printf("%d,%d\n",add(x,y),sub(x,y));

return 0;

}

假设mymath.h 和libmymath.a均与main.c都放在同一目录下：

gcc -o staticLibExe main.c -I./ -lmymath -L ./

1. linux中动态库的创建和使用

gcc -fpic -c add.c

gcc -fpic -c sub.c

gcc -fpic -shared -o libmymath.so add.o sub.o

或者一步到位：

gcc -fpic -shared -o l**ib**mymath.**so** add.c sub.c

动态库的使用与静态库一样，当动态库和静态库都存在是优先链接动态库！！

gcc -o sharelibExe main.c -lmymath -I./ -L./

这里，main.c 和libmymath一起生成最终的可执行文件sharelibExe!!

执行如下命令可以查看sharelibExe所依赖的动态库文件：

ldd sharelibExe

当程序运行依赖动态库运行时条件（任一种都可以）：

1. 把相应的动态库复制到/lib或者/usr/lib目录；
2. 把相应动态库的目录路径添加到环境变量LD\_LIBRARY\_PATH;
3. 把相应动态库的的目录路径添加到/etc/ld.so.conf文件中，并执行ldconfig
4. 在链接时通过加入参数：

-Wl,-rpath,库目录

课堂小任务：

将上面的add.c sub.c生成arm-linux版的动态库，并写一个测试程序在arm-linux上运行。

本周作业：

1. 继续完善上周的学生信息管理系统，重要模块能够生成动态库，这个系统的源码通过make工程管理器管理；
2. 在网上查阅linux下帧缓冲区设备文件（/dev/fb0）的读写方法

阶段项目：

嵌入式数码相框：能够对指定目录的jpeg图片按照一定的速度在GEC210的屏幕上播放。

1. 嵌入式linux下lcd屏显示的原理
2. 屏幕的分辨率

以像素为单位宽X以像素为单位的高,gec210的lcd屏的分辨率是800X480

(2) 色深

一个像素的颜色值由多少二进制位来表示。一般的色深为1 8 16 24 32

1. RGB值

RGB是比较常用的表示颜色的一种方法：任何一种颜色可以通过R(红色) G(绿色) B（蓝色）的分量值来表示，例如16为色的RGB的分量所站的位一般可以分为：5:5:6或5：6：5;24位色一般表示为：8：8：8

1. 显存

保存屏幕像素颜色值的一块内存区域，显卡的特殊电路会按照一定的速度把显存中的数据传送到屏幕上去。显存的大小=以像素为单位宽X以像素为单位的高X一个像素的颜色值所占的字节数，要注意的是尽管24位色一个像素的颜色值只需要3个字节，但考虑到内存的存取速度，在显存中一个像素的颜色值会占4个字节

1. 嵌入式linux下的显存——帧缓冲区framebuffer

framebuffer已经映射到了用户空间，以设备文件的形式存在，一般为/dev/fb0，如果你要读写framebuffer的内容只需要读写/dev/fb0就可以了

课堂小任务：

利用文件编程的知识把gec210的屏幕编程白色。

提示：gec210的屏幕为24位为色，但实际一个像素在framebuffer中占4个字节，其framebuffer的大小为：800X480\*4

参考代码：

#include <stdio.h>

#include <unistd.h>

#include <fcntl.h>

int main()

{

int fd;

int x,y;

fd=open("/dev/fb0",O\_RDWR);

unsigned int pixelcolor=0xff00ff00;

if(fd<0)

{

perror("Cannot open lcd:");

return -1;

}

for(y=0;y<480;y++)

{

for(x=0;x<800;x++)

write(fd,&pixelcolor,4);

}

close(fd);

return 0;

}

提高：

每隔2秒钟交替循环显示红、绿、蓝三种颜色，间隔2秒用可调用sleep(2)

我们除了可以利用read write方法来对一个文件进行读写外，还以调用mmap方法来像读写内存的方法来读写文件：

#include <sys/mman.h>

void \*mmap(void \*addr, size\_t length, int prot, int flags,

int fd, off\_t offset);

参数说明：

addr:一般为NULL,表示让系统去给要映射文件分配一个用户空间地址；

length：要映射的长度，一般是指要映射的整个文件的长度；

prot: PROT\_READ PROT\_WRITE PROT\_EXEC,可以组合；

flags:一般为MAP\_SHARED，表示该文件可以被多个进程同时映射；

fd：要映射的文件描述符；

offset:要映射的文件偏移量

返回值：

映射后的地址

int munmap(void \*addr, size\_t length);

取消映射。

参考代码：

#include <stdio.h>

#include <unistd.h>

#include <fcntl.h>

#include <sys/mman.h>

int main()

{

int fd;

int x,y;

unsigned int \*pFrameBuffer;

fd=open("/dev/fb0",O\_RDWR);

unsigned int pixelcolor=0xff0000ff;

if(fd<0)

{

perror("Cannot open lcd:");

return -1;

}

pFrameBuffer=(unsigned int \*)mmap(NULL,800\*480\*4,PROT\_READ|PROT\_WRITE,MAP\_SHARED,fd,0);

for(y=0;y<480;y++)

{

for(x=0;x<800;x++)

{

\*(pFrameBuffer+y\*800+x)=pixelcolor;

}

}

munmap(pFrameBuffer,800\*480\*4);

close(fd);

return 0;

}

课堂小任务：

采用mmap的方法实现对/dev/fb0的读写实现在gec210的lcd（50，50）处画一个宽为50x50的蓝色正方形

提示：可以先实现一个画线的函数void drawLine(int x0,int y0,int x1,int y1);

我们已经实现在lcd屏上的画点、画线，如果要把一副图片显示在lcd屏上，最关键的就是把图片上像素的rgb值逐个提取出来，再把该该像素的rgb值写到/dev/fb0。

1. jpeg库的移植
2. 把共享目录下的jpegsrc.v9a.tar.gz复制到你的linux的当前用户的家目录下；
3. 在你的linux下打开终端并进入到当前用户的家目录，然后执行如下命令：

tar xvf jpegsrc.v9a.tar.gz

cd jpeg-9a/

(3)对jpeg源码进行配置

./configure --host=arm-linux --prefix=/home/gec/3rdlib

其中，

--host表示最终生成的jpeg库的运行目标平台；

--prefix表示jpeg库的安装目录，

如果没有--host和--prefix则默认生成x86+linux平台上的jpeg库，当然你也可以生成以x86+linux上的jpeg库

1. 编译jpeg

make

1. 安装jpeg

make install

1. 我们可以观察安装后的成果

cd ~/3rdlib

tree

gec@ubuntu:~/3rdlib$ tree

.结果如下：

├── bin

│   ├── cjpeg

│   ├── djpeg

│   ├── jpegtran

│   ├── rdjpgcom

│   └── wrjpgcom

├── include

│   ├── jconfig.h

│   ├── jerror.h

│   ├── jmorecfg.h

│   └── jpeglib.h

├── lib

│   ├── libjpeg.a

│   ├── libjpeg.la

│   ├── libjpeg.so -> libjpeg.so.9.1.0

│   ├── libjpeg.so.9 -> libjpeg.so.9.1.0

│   └── libjpeg.so.9.1.0

└── share

└── man

└── man1

├── cjpeg.1

├── djpeg.1

├── jpegtran.1

├── rdjpgcom.1

└── wrjpgcom.1

其中include和lib我们利用jpeg库是会用到的两个重要的文件夹！

（7）找一副或多副JPEG格式的图片放到你的gec210的文件系统中

参考代码：

#include <stdio.h>

#include <jpeglib.h>

#include <stdlib.h>

#include <sys/mman.h>

#include <fcntl.h>

#include <unistd.h>

int main(int argc,char \*argv[])

{

FILE \*fp;

int fd;

unsigned char \*pLineColor;

unsigned int \*pFrameBuffer;

int image\_width,image\_height;

//声明一个jpeg解压对象

struct jpeg\_decompress\_struct dinfo;

//把jpeg的出错信息关联到进程的标准错误设备上，除非你不关心jpeg库的出错信息

struct jpeg\_error\_mgr err;

dinfo.err=jpeg\_std\_error(&err);

//创建一个jpeg解压对象

jpeg\_create\_decompress(&dinfo);

if(argc<2)

{

printf("Usage:digitalPhoto jpeg\_filename.\n");

return -1;

}

fp=fopen(argv[1],"r");

if(fp==NULL)

{

perror("Cannot open jpeg\_file:");

goto exit;

}

//将jpeg解压对象和jpeg文件流关联起来，意味这jpeg解压对象将从文件流中获取数据

jpeg\_stdio\_src(&dinfo,fp);

//获取头部信息

jpeg\_read\_header(&dinfo,TRUE);

image\_height=dinfo.image\_height;

image\_width=dinfo.image\_width;

printf("w=%d,h=%d,num=%d\n",image\_width,image\_height,dinfo.num\_components);

//打开framebuffer

fd=open("/dev/fb0",O\_RDWR);

pFrameBuffer=(unsigned int \*)mmap(NULL,800\*480\*4,PROT\_READ|PROT\_WRITE,MAP\_SHARED,fd,0);

//开始解压

jpeg\_start\_decompress(&dinfo);

//申请一个保存jpeg一行颜色数据的缓冲区

pLineColor=(unsigned char\*)malloc(image\_width\*dinfo.num\_components);

//按行读取jpeg图片的数据并处理

while(dinfo.output\_scanline<dinfo.output\_height &&

dinfo.output\_scanline<480)

{

int col;

unsigned char \*pTmpColor=pLineColor;

unsigned char red,green,blue;

//读取一行

jpeg\_read\_scanlines(&dinfo,&pLineColor,1);

//处理一行

for(col=0;col<800&&col<dinfo.image\_width;col++)

{

red=\*pTmpColor;

green=\*(pTmpColor+1);

blue=\*(pTmpColor+2);

pTmpColor+=3;

\*(pFrameBuffer+(dinfo.output\_scanline-1)\*800+col)=(red<<16)|(green<<8)|blue;

}

}

jpeg\_finish\_decompress(&dinfo);

munmap(pFrameBuffer,800\*480\*4);

free(pLineColor);

fclose(fp);

close(fd);

exit:

jpeg\_destroy\_decompress(&dinfo);

return 0;

}

1. 参照以上的代码，结合以前的目录操作完成对指定目录的jpeg图片的自动播放。
2. 如何通过/dev/fb0来获取lcd屏的相关信息？

#include <linux/fb.h>

#include <sys/ioctl.h>

....

struct fb\_var\_screeninfo screeninfo;//声明一个与屏幕信息相关的结构体对象

int screenWidth,screenHeight;

int bytesperpixel;

fd=open("/dev/fb0",O\_RDWR);

ioctl(fd,FBIOGET\_VSCREENINFO,&screeninfo);

screenWidth=screeninfo.xres;//获取屏幕的宽

screenHeight=screeninfo.yres;//获取屏幕的高

bytesperpixel=screeninfo.bits\_per\_pixel/8;//获取每个像素颜色所占的字节数

修改版：

#include <stdio.h>

#include <jpeglib.h>

#include <stdlib.h>

#include <sys/mman.h>

#include <fcntl.h>

#include <unistd.h>

#include <linux/fb.h>

#include <sys/ioctl.h>

int main(int argc,char \*argv[])

{

FILE \*fp;

int fd;

struct fb\_var\_screeninfo screeninfo;//声明一个与屏幕信息相关的结构体对象

int screenWidth,screenHeight;

int bytesperpixel;

unsigned char \*pLineColor;

unsigned int (\*pFrameBuffer)[800];

int image\_width,image\_height;

//声明一个jpeg解压对象

struct jpeg\_decompress\_struct dinfo;

//把jpeg的出错信息关联到进程的标准错误设备上，除非你不关心jpeg库的出错信息

struct jpeg\_error\_mgr err;

dinfo.err=jpeg\_std\_error(&err);

//创建一个jpeg解压对象

jpeg\_create\_decompress(&dinfo);

if(argc<2)

{

printf("Usage:digitalPhoto jpeg\_filename.\n");

return -1;

}

fp=fopen(argv[1],"r");

if(fp==NULL)

{

perror("Cannot open jpeg\_file:");

goto exit;

}

//将jpeg解压对象和jpeg文件流关联起来，意味这jpeg解压对象将从文件流中获取数据

jpeg\_stdio\_src(&dinfo,fp);

//获取头部信息

jpeg\_read\_header(&dinfo,TRUE);

image\_height=dinfo.image\_height;

image\_width=dinfo.image\_width;

printf("w=%d,h=%d,num=%d\n",image\_width,image\_height,dinfo.num\_components);

//打开framebuffer

fd=open("/dev/fb0",O\_RDWR);

ioctl(fd,FBIOGET\_VSCREENINFO,&screeninfo);

screenWidth=screeninfo.xres;//获取屏幕的宽

screenHeight=screeninfo.yres;//获取屏幕的高

bytesperpixel=screeninfo.bits\_per\_pixel/8;//获取每个像素颜色所占的字节数

pFrameBuffer=(unsigned int (\*)[800])mmap(NULL,800\*480\*4,PROT\_READ|PROT\_WRITE,MAP\_SHARED,fd,0);

//开始解压

jpeg\_start\_decompress(&dinfo);

//申请一个保存jpeg一行颜色数据的缓冲区

pLineColor=(unsigned char\*)malloc(image\_width\*dinfo.num\_components);

//按行读取jpeg图片的数据并处理

while(dinfo.output\_scanline<dinfo.output\_height &&

dinfo.output\_scanline<480)

{

int col;

unsigned char \*pTmpColor=pLineColor;

unsigned char red,green,blue;

//读取一行

jpeg\_read\_scanlines(&dinfo,&pLineColor,1);

//处理一行

for(col=0;col<800&&col<dinfo.image\_width;col++)

{

red=\*pTmpColor;

green=\*(pTmpColor+1);

blue=\*(pTmpColor+2);

pTmpColor+=3;

// \*(pFrameBuffer+(dinfo.output\_scanline-1)\*800+col)=(red<<16)|(green<<8)|blue;

pFrameBuffer[dinfo.output\_scanline-1][col]=(red<<16)|(green<<8)|blue;

}

}

jpeg\_finish\_decompress(&dinfo);

munmap(pFrameBuffer,800\*480\*4);

free(pLineColor);

fclose(fp);

close(fd);

exit:

jpeg\_destroy\_decompress(&dinfo);

return 0;

}

进程控制

1. 进程的概念

进行中的程序，是程序一次运行。

程序是“死”的，位于文件系统中；

进程是“活的”，位于内存中；

“死”的程序因为加载到内存而变成“活”进程。一个进程一般存在下面三种状态：

1. 运行态：该进程占有cpu运行；
2. 就绪态：进程处在“万事俱备，只欠东风”的状态；
3. 阻塞态：运行中的进程因为等待某个事情而阻塞；

当程序被加载时进入就绪状态，处于就绪状态的进程因为调度而得到与运行，运行中的进程因为时间片到而转入就绪状态，运行中的进程因等待某个事件（如scanf）而进入阻塞态，阻塞中的进程因为等待事件到达而被唤醒进入就绪状态

一般情况下我们都是动过鼠标双击某一个可执行文件或者通过命令行方式让一个程序转变成一个进程，但有时候我们需要通过程序来产生一个进程。之所以需要程序自己产生一个进程，很多时候在完成一大的任务时，如果这个大任务中的多个小任务可以同时进行，这个时候可产生一个 或多个子进程来完成各个小任务以加快任务的处理进度。

1. 与进程控制相关的API
2. fork

功能描述：产生子进程

原型：

#include <unistd.h>

pid\_t fork(void);

参数描述：无

返回值：

成功则返回一个非负的整数：

（1）在子进程中的返回值为0；

（2）父进程中大于0，为子进程的进程号；

出错则小于0

![](data:image/png;base64,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)

通过fork()产生的子进程和其“父亲”非常的像是：代码、数据完全一样，但是占据的空间是不相同的，子进程有其独立的地址空间！！

进程可以通过getpid()来获取其进程好，getppid()获取父进程号。

课堂小任务：

父进程产生子进程，父子进程分别打印出自己的进程号后退出。

参考代码（注意区分父子进程所看到的fork()的返回值是不一样的）：

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

int main()

{

pid\_t pid;

printf("I am parent process and is going to create child process!\n");

pid=fork();

if(pid<0)

{

perror("Failed to create child process!");

return -1;

}

else if(pid==0)

{

printf("I am child process and my pid is %d\n",getpid());

}

else

{

printf("I am parent(pid=%d) and succeed in creating child process(pid=%d)!\n",getpid(),pid);

}

return 0;

}

课堂任小任务：

分析下面的代码，说出父子进程中输出的global和local分别是多少?编译运行后输出结果又是多少呢？解释原因！

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

int global=12;

int main()

{

pid\_t pid;

int local=20;

printf("I am parent process and is going to create child process!\n");

pid=fork();

if(pid<0)

{

perror("Failed to create child process!");

return -1;

}

else if(pid==0)

{

sleep(1);

printf("I am child process and my pid is %d\n",getpid());

printf("global=%d,local=%d in child process\n",global,local);

}

else

{

global+=50;

local+=10;

printf("I am parent(pid=%d) and succeed in creating child process(pid=%d)!\n",getpid(),pid);

printf("global=%d,local=%d in parent process\n",global,local);

}

return 0;

}

1. wait

原型：

#include <sys/types.h>

#include <sys/wait.h>

pid\_t wait(int \*status);

功能描述：

如果调用这有子进程，调用者一直阻塞至一个子进程结束才返回；如果调用者没有子进程则立即返回；

参数说明：

status所指向的空间保存子进程返回的状态号！！如果为NULL,则表示调用者不关心子进程的返回状态；该状态可以通过：WEXITSTATUS(status)来获取

返回：

成功为结束的子进程的进程号；失败则小于0；

课堂小任务：

分析运行下面的代码：尽管子进程睡眠了2秒钟，但父进程因为调用了wait而一定等到子进程结束了他才结束，并打印出了子进程的状态。

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/wait.h>

int global=12;

int main()

{

pid\_t pid;

int local=20;

printf("I am parent process and is going to create child process!\n");

pid=fork();

if(pid<0)

{

perror("Failed to create child process!");

return -1;

}

else if(pid==0)

{

sleep(1);

printf("I am child process and my pid is %u,pid=%u,my parent pid=%u\n",getpid(),pid,getppid());

printf("global=%d,local=%d in child process\n",global,local);

sleep(2);

return 8;

}

else

{

int status;

int ret;

global+=50;

local+=10;

printf("I am parent(pid=%u) and succeed in creating child process(pid=%u),my parent pid=%u!\n",getpid(),pid,getppid());

printf("global=%d,local=%d in parent process\n",global,local);

ret=wait(&status);

if(ret>0)

{

printf("Pid=%u is over and exit status=%d\n",ret,WEXITSTATUS(status));

}

}

return 0;

}

1. exit和\_exit

#include <unistd.h>

void \_exit(int status);

#include <stdlib.h>

void exit(int status);

在进程的任何一个地方调用上面的两个函数中的一个都会导致进程立即结束，但二者有区别：

1. exit在进程退出前会刷新缓冲区：对于c标准的IO函数（fread fwrite printf fgets等 ）和真正的IO文件中间有一块内存区作为缓冲的，当缓冲区中的数据的数量满足一定的条件时才会发生整整的输入、输出，例如，printf就是基于行缓冲的，也就是说当缓冲区接收到一个换行符或者缓冲区满或者执行了fflush(stdout)时把缓冲区中的数据输出到标准的输出设备上。
2. \_exit不会刷新缓冲区

课堂小任务：

分析、运行下面四个程序的运行结果。

程序一：

#include <stdio.h>

#include <unsitd.h>

int main()

{

printf(“Hello,world!”);

exit(0);

return 0;

}

程序二：

#include <stdio.h>

#include <unsitd.h>

#include <stdlib.h>

int main()

{

printf(“Hello,world!”);

\_exit(0);

return 0;

}

程序三：

#include <stdio.h>

#include <unsitd.h>

#include <stdlib.h>

int main()

{

printf(“Hello,world!”);

return 0;

}

程序四：

#include <stdio.h>

#include <unsitd.h>

#include <stdlib.h>

int main()

{

printf(“Hello,world!”);

fflush(stdout);

\_exit(0);

return 0;

}

1. 加载外部程序

第一种方法：

#include <stdlib.h>

int system(const char \*command);

功能描述：

启动command之所指向的可执行文件，当所启动的程序执行完毕后system才返回；

参数说明：

command：指向可执行文件的文件名（可带路径）

返回值：

出错是返回-1;

成功则返回命令的执行状态；

第二种方法：

如果用system方法所启动的外部程序是不会导致调用这本身的代码和数据丢失；

第二种方法所使用的exec函数族会导致调用者本身的代码和数据丢失，exec函数族多用在子进程不要父进程继承过来的代码和数据，需要“脱胎换骨”——用新的程序的代码和数据

的时候。

#include <unistd.h>

extern char \*\*environ;

**int execl(const char \*path, const char \*arg, ...);**

int execlp(const char \*file, const char \*arg, ...);

int execle(const char \*path, const char \*arg,

..., char \* const envp[]);

**int execv(const char \*path, char \*const argv[]);**

int execvp(const char \*file, char \*const argv[]);

int execvpe(const char \*file, char \*const argv[],

char \*const envp[]);

课堂小任务：

分析运行下面程序，并解释原因

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

int main()

{

int pid;

pid=fork();

if(pid==0)

{

execl("/bin/ls","ls","-l",NULL);//用列表的形式传输命令的参数，最后的一个参数必须为NULL

printf("Child is over\n");

}

else if(pid<0)

{

perror("Failed to create child!");

}

printf("hahahahhahaha\n");

return 0;

}

用execv改编上面的程序

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

int main()

{

int pid;

char \*argv[]={“ls”,”-l”,NULL}

pid=fork();

if(pid==0)

{

execv("/bin/ls",argv);//用列表的形式传输命令的参数，最后的一个参数必须为NULL

printf("Child is over\n");

}

else if(pid<0)

{

perror("Failed to create child!");

}

printf("hahahahhahaha\n");

return 0;

}

本周的课后作业：

1. 继续晚上学生信息管理系统和数码相框；
2. 把目前为止所练习的所有课堂小任务重新做一遍以对所学系统编程知识的梳理。

下周内容：

进程通信